**DAY-2**

1.Given an m x n grid and a ball at a starting cell, find the number of ways to move the ball out of the grid boundary in exactly N steps.

Example: -

Input: m=2,n=2,N=2,i=0,j=0 Output: 6

Input: m=1,n=3,N=3,i=0,j=1 Output: 12

**Program:-**

m, n, N = 2, 2, 2

start\_x, start\_y = 0, 0

directions = [(-1, 0), (1, 0), (0, -1), (0, 1)]

dp = [[[0 for \_ in range(n)] for \_ in range(m)] for \_ in range(N + 1)]

dp[0][start\_x][start\_y] = 1

out\_of\_bounds\_count = 0

for step in range(1, N + 1):

    for i in range(m):

        for j in range(n):

            for di, dj in directions:

                ni, nj = i + di, j + dj

                if 0 <= ni < m and 0 <= nj < n:

                    dp[step][i][j] += dp[step - 1][ni][nj]

                else:

                    out\_of\_bounds\_count += dp[step - 1][i][j]

print(out\_of\_bounds\_count)

**output:-**
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2.You are a professional robber planning to rob houses along a street. Each house has a certain amount of money stashed. All houses at this place are arranged in a circle. That means the first house is the neighbor of the last one. Meanwhile, adjacent houses have security systems connected, and it will automatically contact the police if two adjacent houses were broken into on the same night.

**Program:-**

houses = [2, 3, 2]

n = len(houses)

if n == 0:

    result = 0

elif n == 1:

    result = houses[0]

else:

    dp1 = [0] \* (n - 1)

    dp1[0] = houses[0]

    dp1[1] = max(houses[0], houses[1])

  for i in range(2, n - 1):

        dp1[i] = max(dp1[i - 1], dp1[i - 2] + houses[i])

    max1 = dp1[-1]

    dp2 = [0] \* (n - 1)

    dp2[0] = houses[1]

    dp2[1] = max(houses[1], houses[2])

    for i in range(2, n):

        dp2[i - 1] = max(dp2[i - 2], dp2[i - 1] + houses[i])

    max2 = dp2[-1]

    result = max(max1, max2)

print(result)

**output:-**
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3.You are climbing a staircase. It takes n steps to reach the top. Each time you can either climb 1 or 2 steps. In how many distinct ways can you climb to the top?

Examples:

1. Input: n=4 Output: 5
2. Input: n=3 Output: 3

**Program:-**

def climb(n):

    if n == 0 or n==1:

        return 1

    a, b = 1, 1

    for i in range(2, n + 1):

        c = a + b

        a, b = b, c

    return b

n=3

print(climb(n))

**output:-**
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4.A robot is located at the top-left corner of a m×n grid .The robot can only move either down or right at any point in time. The robot is trying to reach the bottom-right corner of the grid. How many possible unique paths are there?

Examples:

(i) Input: m=7,n=3 Output: 28

**Program:-**

m = 3

n = 7

dp = [[0] \* n for \_ in range(m)]

for i in range(m):

    dp[i][0] = 1

for j in range(n):

    dp[0][j] = 1

for i in range(1, m):

    for j in range(1, n):

        dp[i][j] = dp[i-1][j] + dp[i][j-1]

result = dp[m-1][n-1]

print(result)

**output:-**
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5.In a string S of lowercase letters, these letters form consecutive groups of the same character. For example, a string like s = "abbxxxxzyy" has the groups "a", "bb", "xxxx", "z", and "yy". A group is identified by an interval [start, end], where start and end denote the start and end indices (inclusive) of the group. In the above example, "xxxx" has the interval [3,6]. A group is considered large if it has 3 or more characters. Return the intervals of every large group sorted in increasing order by start index.

Example 1:

Input: s = "abbxxxxzzy"

Output: [[3,6]]

**Program:-**

s = "abbxxxxzyy"

result = []

n = len(s)

count = 1

start = 0

for i in range(1, n):

    if s[i] == s[i - 1]:

        count += 1

    else:

        if count >= 3:

            result.append([start, i - 1])

        start = i

        count =

if count >= 3:

    result.append([start, n - 1])

print(result)

**output:-**
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6."The Game of Life, also known simply as Life, is a cellular automaton devised by the British mathematician John Horton Conway in 1970." The board is made up of an m x n grid of cells, where each cell has an initial state: live (represented by a 1) or dead (represented by a 0). Each cell interacts with its eight neighbors (horizontal, vertical, diagonal) using the following four rules Any live cell with fewer than two live neighbors dies as if caused by under population. 1. Any live cell with two or three live neighbors lives on to the next generation. 2. Any live cell with more than three live neighbors dies, as if by over population. 3. Any dead cell with exactly three live neighbors becomes a live cell, as if by reproduction. The next state is created by applying the above rules simultaneously to every cell in the current state, where births and deaths occur simultaneously. Given the current state of the m x n grid board, return the next state.

Example 1:

Input: board = [[0,1,0],[0,0,1],[1,1,1],[0,0,0]]

Output: [[0,0,0],[1,0,1],[0,1,1],[0,1,0]]

**Program:-**

board = [

    [0, 1, 0],

    [0, 0, 1],

    [1, 1, 1],

    [0, 0, 0]

]

m = len(board)

n = len(board[0]) if m > 0 else 0

next\_state = [[0]\*n for \_ in range(m)]

directions = [(-1, -1), (-1, 0), (-1, 1),

              (0, -1),          (0, 1),

              (1, -1), (1, 0), (1, 1)]

for i in range(m):

    for j in range(n):

        live\_neighbors = 0

        for d in directions:

            ni, nj = i + d[0], j + d[1]

            if 0 <= ni < m and 0 <= nj < n and board[ni][nj] == 1:

                live\_neighbors += 1

        if board[i][j] == 1:

            if live\_neighbors < 2:

                next\_state[i][j] = 0

            elif live\_neighbors in [2, 3]:

                next\_state[i][j] = 1

            else:

                next\_state[i][j] = 0

        else:

            if live\_neighbors == 3:

                next\_state[i][j] = 1

            else:

                next\_state[i][j] = 0

board = next\_state

for row in board:

    print(row)

**output:-**

![](data:image/png;base64,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)

7.We stack glasses in a pyramid, where the first row has 1 glass, the second row has 2 glasses, and so on until the 100th row. Each glass holds one cup of champagne. Then, some champagne is poured into the first glass at the top. When the topmost glass is full, any excess liquid poured will fall equally to the glass immediately to the left and right of it. When those glasses become full, any excess champagne will fall equally to the left and right of those glasses, and so on. (A glass at the bottom row has its excess champagne fall on the floor.) For example, after one cup of champagne is poured, the top most glass is full. After two cups of champagne are poured, the two glasses on the second row are half full. After three cups of champagne are poured, those two cups become full - there are 3 full glasses total now. After four cups of champagne are poured, the third row has the middle glass half full, and the two outside glasses are a quarter full, as pictured below. Now after pouring some non-negative integer cups of champagne, return how full the jth glass in the ith row is (both i and j are 0-indexed.)

Example 1:

Input: poured = 1, query\_row = 1, query\_glass = 1

Output: 0.00000

**Program:-**

# Number of rows in the pyramid

rows = 5

# Total champagne to pour

poured = 5

# Create a 2D list to hold the champagne amounts

champagne = [[0] \* (i + 1) for i in range(rows)]

# Pour champagne into the top glass

champagne[0][0] = poured

# Simulate the pouring process

for i in range(rows):

    for j in range(i + 1):

        # If the glass overflows

        if champagne[i][j] > 1:

            overflow = champagne[i][j] - 1

            champagne[i][j] = 1  # Cap the glass to 1

            # Distribute the overflow to the glasses below

            if i + 1 < rows:

                champagne[i + 1][j] += overflow / 2  # Left glass

                champagne[i + 1][j + 1] += overflow / 2  # Right glass

# Output the final state of the glasses

for i in range(rows):

    print(f"Row {i + 1}: {champagne[i]}")

**output:-**
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